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**1 (a)**

FullName <- c()

for (i in (1:nrow(titanic\_data))) {

name <- as.character(titanic\_data[i,colnames(titanic\_data)=="Name"])

# retrieve name of ith row

comma\_pos <- regexpr(",",name) # position of comma

period\_pos <- regexpr("\\.",name) # position of period

total <- nchar(name) # total number of characters in string "name"

FullName <- c(FullName, paste(substr(name, start=period\_pos+2, stop=total), substr(name, start=1, stop=comma\_pos-1)))

}

FullName

**1 (b)**

survivorFullName <- c()

for (i in (1:nrow(titanic\_data))) {

if (titanic\_data$Survived[i]==1) {

name <- as.character(titanic\_data[i,colnames(titanic\_data)=="Name"])

# retrieve name of ith row

comma\_pos <- regexpr(",",name) # position of comma

period\_pos <- regexpr("\\.",name) # position of period

total <- nchar(name) # total number of characters in string "name"

survivorFullName <- c(survivorFullName, paste(substr(name, start=period\_pos+2, stop=total), substr(name, start=1, stop=comma\_pos-1)))

}

}

survivorFullName

**2 (a)**

Yi = a + b1x1 + b2x2 + b3x3 + ei ei = epsilon

Value of NFL Team = a + b1\*(Debt to value)i + b2\*(Revenue)i + b3\*(Operating Income)i + ei

**2 (b)**

Call:

lm(formula = Current\_Value ~ Debt\_to\_Value + Revenue + Operating\_Income,

data = nflTeams)

**Coefficients**:

(Intercept) Debt\_to\_Value Revenue Operating\_Income

55.678 1553.736 4.951 2.226

**2 (c)**

Value of NFL Team = 55.678 + 1553.736\*(Debt to Value)i + 4.951\*(Revenue)i + 2.226\*(Operating Income)i + ei

**2 (d)**

nflTeams <- NFLTEAMVALUES2018

teamValues <- 55.678 + 1553.736\*nflTeams$Debt\_to\_Value + 4.951\*nflTeams$Revenue + 2.226\*nflTeams$Operating\_Income

teamValues

**2 (e)**

|2850 – 2833.561| = 16.439

**2 (f)**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvIAAAJ3CAMAAADBOEUVAAAAYFBMVEUAAAAAADoAAGYAOjoAOpAAZrY6AAA6ADo6AGY6Ojo6ZmY6kNtmAABmADpmtrZmtv+QOgCQZgCQtpCQ2/+2ZgC225C2///bkDrbkJDb/9vb////tmb/25D//7b//9v////Mmx/9AAAACXBIWXMAAA7DAAAOwwHHb6hkAAASkElEQVR4nO3djVrbymKGUSUFTk/hFFpo3MYB7v8ua8k/EMA2kmYsy99afXZKu2GkHV7EaCTLzStEaabeATgtyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkT5jCyTcwkamSLzscfJfkCSN5wkieMJInjOQJI3nCSJ4wkieM5AkjecJInjCSJ4zkuVD77pmUPJeped1TmeS5SM27P7/6N98eohjJU5XkCSN50pjLk8aKDXQkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyROmUvIvD03n568iw0ExdZJfNLfrD5bbD0YNB+VUSf7lYRf64ur36OGgoCrJP9/dbz9c7pnaSJ6JOMoTptZcfnOYN5fn3FRasXm+W6/Y7DnGS57JWJcnjOQJ41IUYVyKIoxFSsKc+FJUs9NjOCjIUZ4wLkURxqUowliXJ4zkCVMp+aemue4uR93v+QTJM5FKp6+rOfxTc93O6Z2+cl7qLVIufzy+WqTk7NS7FLW+COVVUZwZR3nCVJ7Lv7sOO2I4KMeKDWGsyxNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhKmU/MtD0/n5q8hwUEyd5BfN7fqD5faDUcNBOVWSf3nYhb64+j16OCioSvLPd/fbD5d7pjaSZyKO8oSpNZffHObN5Tk3lVZsnu/WKzZ7jvGSZzLW5QkjecK4FEUYl6IIY5GSMCe+FNXs9BgOCnKUJ4xLUYRxKYow1uUJI3nCVFqx2TuhGTIcFFQp+f+42XPaOmQ4KKhS8revi+a61HBQULXk2wXKA9VLnolUTP61q94LATkvQ5J/vmuufj8dmKzvki+wXShrQPLLH4+Lq9+HspY856t/8u0NNO2dM4u998IX3S6U1T/59jbJNvl9j+sovF0oa/hR/uno5aYi24WyBs/ldzdLVt4ulDVwxaZpfjyeZrtQltvKCCN5wgxZsWmOPLCj6HahrMFH+XFrlJJnKsMnNk8H75Qstl0oa3jyLkUxS8OTd8MBszQ4+ec7ExvmaPiKzaj7DSTPVKzLE0byhBmQ/NFnxxfdLpQ1IPmncRehem4Xyhpy+nr0VX4ltwtlDXtV1Am3C2UNeVXUqAX5vtuFsoa8Kmrc66F6bhfKcvMwYazLE0byhKnygL6S24Wyqjygr+R2oSwP6COMB/QRxgP6COMBfYTxgD7CWJcnjOQJM2TFxp2UzNiQV0WNn8lLnskMm9gs2zspPceGORo8l395cCmKOXKUJ8yQq6/m8syYFRvCWJcnjJeIEMZLRAjjJSKE8RIRwniJCGG8RIQwXiJCGOvyhBmR/P86fWWGeie/2Dx/1Z2UzFPf5Ffnrt1azbJpXIpijnom372fwvPd/cLpKzPVM/nuNoOXh3+Ou1m+z3ahrN7Jt6vxT0cnNUffKFPyTGRY8scuvC62PxPLfT8ckmciw5I/Mq1p70nYWOz56ZA8E6mS/Lv3ydx385nkmYijPGF6J9/sHLgUtbvnzFyec1PpHpvtj8be81zJMxG3lRGmd/LdAuVidQAf9xbfkmcifZNftDcatDfa/Lk51LxLUZyr3qev15sbbQ5ej3IpirPVM/mn5r19tx1YpOR8DbmtbNndRXngKL//UtTbj0v/XYUS+s7ln37+Ws9r9k5ZXh3lOWf9V2zWi+2LgzdTuhTF2XIpal5MCUdzKWpWmld/dWMNSL49hV0cOICX3S7vNO/+ZKAh7wh49fvPzfXh2ylXZ7mvf24OPODJt20IyRcw7DGsy9Xp6aHHsHbF/+Pxr+XKgdvlHckXMCz5NukDD9vuVu/XvwUsUhZlLj/ekInN9fNd+5YK+yc27U/FZm3eq6LKsmIz2qDT19UUfX09ap/2CL9wlOcc1VmkfL5rL9Lu7k0YOxyUU2tdfrm+FLX3V4Hkmciwic2x174W3C6UNeSNc8ZdhOq5XShr2CLlCbcLZQ17e7QTbhfKGjCX7y6rnmy7UNaQ5G+cvjJfQyY2Y58t32u7UJbTV8I4fSWM01fCDJnYHH/ycMHtQlle+0oYyRPGbWWEGfZy78X1kScPl9sulDXk9PX2dXn1e+/rnQpvF8oadinqz7//6v45wXahrGGXop7/9Sh55mnAXL59msfTrYkN8zRkkfLpul21GbVgI3mmYl2eMJInzJDkV7Oaq99P4+6nlDwTGZD88sfjon1A36jmJc9Ehi1Stqs1Bx7DWnK7UNawS1Ft8ocetl1wu1DW8KP8obc6LrhdKGvwXH73pn+VtwtlDVyxOfCWOIW3C2VZlyeM5AnTM/kyD7Hps10oS/KEkTxhJE+Y3sk3O66+MkeO8oSRPGEkTxjJE8bVV8JInjAWKQnjKE+Y/qev7cP5TrhdKKt38reSZ9b6TmwW5vLM24AnHDjKM2dOXwkzIPmXBxMb5mvIe0WNe8x2z+1CWcPeK+qE24Wyhj2g74TbhbKGPKDv+pTbhbKGPKBv3KP5em4XyhoysfnGpaijqzqSZyJ11uUXzeYUd9nsOdeVPBOpknz7PO6NfW+VKXkmUiX5d4s6+954QfJMxFGeMLXm8pvDvLk856bSbWXbZZ29b64jeSbiTkrCSJ4wlZJ3KYpz5VIUYSxSEubEl6LeXizeYzgoyFGeMC5FFeSX1xy4FFVO83qZ/10Xxrr89x05iDfv/uR8Sf7bjh3EJT8PlVZs2hn88rIuRR0tWvLzUC/5bq1m7+MQ5lfG8aLN5WehWvKb2C9nkfIbB3ErNnNQLfk/N13yF/SqKAfxy+Ao/30O4hehUvLtmvz164Gn+YmHidRapFxV/+Nx/8VXyTMV6/KEkTxhJE8YyRNG8oSRPGEkTxjJH+eq60WR/FHurbkskj/GbfAXRvLHSP7CSP4YyV8Yyf/ti1NVc/nLIvm/fJm3FZuLIvn3TGICSP49yQeQ/HuSDyD5tc183anq5ZN8Z5e6U9WLJ/mWCU0QybckH0TyLckHkXynxGmr04B5kPza+F4t9syE5AsxN5oLyRci+bmQfCGSnwvJl2IuPxOSL8aKzTxI/igpXxbJH2PCcmEkf4TT0ksj+SMkf2kkf4TkL43kjzGXvzCSP8qKzWW5yORFyn6XmLypCAdcYPIfTjgd8vnLxSfvkM/fLj15a4x8cIHJ/3VglzwfXGLy76fvXyZvep/sIpP/uKGPxZ9y+5ybi0/+8yHdXCfb5Se/Z9OSTyV5wgQmby6fLTF5KzbRIpMnWUzyjuysXWzyHxI3f2fjUpP/kHjT/QRonstK/sB9Bk33LyVPteRfHprOz19FhvuWA3eTrX8YzOZ5rZX8orldf7DcfjBquG85dM+w5NmpkvzLwy70xdXv0cN9z6FXhjTdxEbyvFZK/vnufvvhcs/UpnbyH1Zs1j8BX27UT0KYyznKH16H3Hv2avUyTa25/OYwf8K5/JHj9Z5/6R6zOJVWbJ7v1is2e47x5xOZ5ONc0rr8EJKPk568uXycC7oUNZAVmzCXcykKvuWCFinhO058KarZ6THc4f0yL6GXuR/lnX3S08wvRVljpK+ZX4qSPH3NbF3+48xd8vQ1r+Q/z9zN5empavJ/bu73/atBmX51TLdiQz+VFinfFiNL3i9vGsN4dY7ym4WaUxzloZ9qKzbtWk3p5M3cGa/aXP7px2P55M3cGa3e6euiuS2f/Odx/AzQT8UVmz83/1Y9eTMd+qq5SPny0BRMfns8f39cdz5Lb7O5FNV8+OfdKJKnh7kkv43778glT2/zTt5cnt5mk/z6qZKfjutWbOhpJsk3m/9xXGess09+914IX63YQG/nnvz6WZJOUynmzJPfTOAlTzHnnfy69aYxg6eYmSRvBk8pZ578iQ/vfrACnHfyr81JKzR9SnDmyX96x+KaPwBOkiOce/Kfv6pekpKPcMbJfz6iV25S8hHON/kvjui1mzSXT3CmyTdfXn2qfhi2YhPgPJNvdkvyn79KlIxylsm/3Sf8aTbvMMxIZ5v86/YOSijqfJN3RKeKs0zenJ16zjN5R3iqOdPkoRbJE0byhDmz5M3hqe28krdSQ3VnlbxbGalP8oSRPGHOKnlzeeo7r+St2FDdmSUPtUmeMDNP3kSIvuadvNNdept18hY16U/yhJE8YWadvLk8/c07eSs29Dbz5KEvyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE+YyZKHiUyU/Km3UW/oWe70PIc+8dRA8icf2dAnG3myzfk+GHqakSfbnO+DoacZebLN+T4YepqRJ9uc74Ohpxl5ss35Phh6mpEn25zvg6GnGXmyzfk+GHqakc9hczA1yRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE+YCsm/PDRNc9t+tGyaH49ffzBy6Oe79jEO1wWHXuzf15Ej74Yuv9Otp6vfVfZ6O3TxvT40YIGdPqp88i8Pq51etP9Jy9UH7T9ffDB26D//2AxSaujFz1/79nXkyG9DF9/pbqym7bL8Xu+GLr7XBwYssNPHlU/+z839a/d9fnloj8dP16+fPxg79Oty9U+r1NDPd7ftYF/t69id3g1dfKfXo7ddlt/r3dDl93r/gAV2+htqzeVXP6u7QD9/MHbo18Xmr6Xo0G2XlXa6S77GTi+u/mvVZZW9Xg9dfq/3D1imj2NqJf+0+g/ofoEtv/pg7NCvT/9cT+qLDr1Y/SxV2ul26Bo7vRqhnXDX2OvN0OX3ev+AZfo4plLyy9V/03pStvrz8wdjh36+674ZX21jxLjt96HKTq+HrrDT7Uyg7bLCXm+HLr7XBwYs0sdRdZJfbs9ey/8ndUNvPvz5q+jQLw9Xvyt9H9qhK+z0YjVqpeS3Q1fY670Dzjj5ZbeQWOUX13rotdXUr+zvxPYEpNJv2933seROd19fZ2KzG7r8Xu8fcL4Tm8U6yxqnJ4t3xbfflrJnPu33odI51XqUwju92DxmusJe74Yuv9f7B5zt6eti8/dUYRFqO/T672b51ULoMAcGLLOyutx+Qwvu9NpTrUXKzS+QGf1Vf0+Ndfntgbj4pYa3obu/lqfbckPvwil/fWQ3dPGd3g1f6arOesWm+F/1/gFneilq8yux3fHdRfzPH4wd+mn7S7fQ0IcGHDny29DFd7obtJtwl9/r3dBz+qv+DreVEUbyhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRPGMkTRvKEkTxhJE8YyRNG8oSRPGEkTxjJE0byhJE8YSRf3/L+yCe8POzeMeztqbvPd8e+jEEkX9032l1uHiK+/d/f/DKGkHx132j3+W59dH972w7JVyP52v7cNO37py62b3m+edT0n5v/vFv9f9p/e79+l8PNW8RuP2GVfFd998f2q9tPb/wojCL56tbNtm+webN5X4X1/9G+fW2zSr19o5jNW2t0T87ffML75Ldf3X3aUvOjSL66ttn18Xv589fzvx7X7x3T9b/5435z3tq96eT2E94lv/vq2u8cFkHy1bXhrt8NZvMeact2btJ9/PbH26F++wnvkt999fOd5keTfHVd8rs32FvNyn/+z82n5LvpS9fz9hPeJ7/76pcHc/mxJF/d21H+9V3kH5JfTWr+r5vc7P5fn47yW0/V303pskm+uvVcfjtnaY/ky88Tm9UPxX+/vdHvcjuxud3MZ+4/jMdwkq+uC3fRLcb8eFwfv5vbT8m/PPyzW5TffcKq7JeHq9+rqcz97qt37xTJcJKv72m7Lt8ewLu3edy0/z753RuXbz9h/cuhaf5zuy6/Pvyf4F0iL5zkCSN5wkieMJInjOQJI3nCSJ4wkieM5AkjecJInjCSJ4zkCSN5wkieMJInjOQJI3nCSJ4wkieM5AkjecJInjCSJ8z/A1sWydvzfv7aAAAAAElFTkSuQmCC)

**3 (a)**

x1 = sample(1:50, 30)

x2 = sample(-25:25, 30)

eps = rnorm(30, mean=0, sd=2)

y = 10 + 3\*x1 + 5\*x2 + eps # OLR Model

**3 (b)**

y = 10 + 3\*x1 + 5\*x2 + eps

**3 (c)**

Coefficients:

(Intercept) olrData$x1 olrData$x2

11.887 2.960 4.924

**3 (d)**

Coefficients:

(Intercept) olrData\_1$x\_1 olrData\_1$x\_2

60.6617 0.5735 -0.6947

The model in part (c), the model with the smaller variance, is does a better job estimating the coefficients.